**Лабораторная работа №7**

**Большое Домашнее Задание (БДЗ)**

**Динамические структуры данных**

**Цель работы:** получить практические навыки программирования динамических структур данных в виде однонаправленного списка.

**Теоретические сведения.**

Для того, чтобы в процессе выполнения программы произвольно добавлять и удалять данные, необходимо организовать данные не в виде массива, а как-то иначе. Если к элементу данных добавить указатель, в котором будет храниться адрес следующего элемента, то это и будет кардинальным решением проблемы. Такая организация представления и хранения данных называется **динамической структурой данных**.

Каждый элемент динамических структур данных состоит из собственно данных и одного или нескольких указателей, ссылающихся на аналогичные элементы. Это позволяет добавлять в динамическую структуру новые данные или удалять какие-то из имеющихся, не затрагивая при этом другие элементы структуры.

Динамические структуры данных бывают линейные и нелинейные.

**В линейной динамической структуре** данные связываются в цепочку. К линейным структурам относятся : списки (односвязные, двухсвязные, кольцевые), стеки, очереди (односторонние, двухсторонние, очереди с приоритетами). Организация нелинейных структур более сложная. **Нелинейные структуры** представляются, как правило, в виде дерева (каждый элемент имеет некоторое количество связей, например, в бинарном дереве каждый элемент (узел) имеет ссылку на левый и правый элемент).

Во многих задачах требуется использовать данные, у которых конфигурация, размеры и состав могут меняться в процессе выполнения программы. Для их представления используют динамические информационные структуры. К таким структурам относят:

* однонаправленные (односвязные) списки;
* двунаправленные (двусвязные) списки;
* циклические списки;
* стек;
* дек;
* очередь;
* бинарные деревья.

Они отличаются способом связи отдельных элементов и/или допустимыми операциями. В данной лабораторной работе рассматриваются наиболее простые Динамические структуры данных -однонаправленные (односвязные) списки.

**Однонаправленные списки**

В однонаправленном списке данные линейно упорядочены, но порядок определяется не номерами, как в массиве, а указателями, входящими в состав элементов списка, будем называть его узлом списка. Каждый узел списка состоит из элемента-данных и элемента-указателя на следующий узел.

Каждый список имеет особый элемент, называемый указателем начала списка или головой списка, который обычно по содержанию отличен от остальных элементов. В поле указателя последнего узла находится NULL - признак конца списка.
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**Рис. 1**

На Рис. 1 показан однонаправленный список из 4-х элементов.

Голова списка (P) - это указатель на первый узел.

Каждый узел списка имеет указатель на следующий.

Последний элемент имеет нулевой указатель – это хвост списка.

**Основные операции со списками:**

* создание списка;
* печать (просмотр) списка;
* вставка элемента в список;
* удаление элемента из списка;
* поиск элемента в списке
* проверка пустоты списка;
* удаление списка.

Рассмотрим некоторые приемы работы с узлами списка, фактически – это элементарные действия из которых будет состоять любой алгоритм действия. Все примеры приведены для следующего узла

// узел списка

typedefstruct **List**

{ List \*Next; // указатель на следующий узел

int **Data;** // информационное поле

}List;

Во-первых отметим, что также как в динамическом массиве, в списке действия делятся на две группы:

1. Работа с данными

* **в массиве**

int\*PMas; // указатель на данные

cout<<\*PMas<<endl; // обращение к данным

* **в списке**

List\* W; // указатель на узел

cout<<W->Data; // обращение к данным

1. Работа с адресом (переход с следующему)

* **в массиве**

PMas= PMas +1; // к следующему элементу массива

* **в списке**

W = W->Next; // к следующему узлу списка

Рассмотрим **особенности однонаправленного списка**. Указатель, связанный с текущим узлом не может адресовать ни один предыдущий, но может адресовать любой последующий узел.

Пусть **List\* Work** связан с некоторым узлом (Текущий узел), тогда:

cout<<"Текущий узел (данные) :"<<Work->Data<<endl;

cout<<"Первый следующий узел:"<<Work->Next->Data<<endl;

cout<<"Второй следующий узел :" <<Work->Next->Next->Data<<endl;

cout<<"Третий следующий узел:" <<Work->Next->Next->Next->Data<<endl;

**Задача №1**

**Преобразовать массив данных с однонаправленный список**

Решая конкретную задачу нужно стремиться реализовывать универсальные функции, которые могут впоследствии использоваться в других задачах.

#include "stdafx.h"

#include <iostream>

#include <clocale>

#define Msize 15 // размер исходного массива

using namespace std;

//структура для узла списка

typedef struct List

{ List\* Next; // указатель на следующий узел

int Data; // информационное поле

}List;

//============== прототипы функций =============

void init\_Mas (int\* B, int n); // инициализация массива

void show\_Mas (int\* B, int n,int col); // печать массива

List\* make\_List (int data); // создать список (из одного элемента)

void add\_last (int data, List\* H); //добавить узел в конец списка

void show\_List (List\* H); // печать списка

//=====================================

int \_tmain(int argc, \_TCHAR\* argv[])

{// область определений переменных

int Mas[Msize]; // исходный массив

//голова списка - указатель на начало

List\* Head=NULL; // списка нет (пустой список)

List\* Work; // рабочий указатель

setlocale (LC\_ALL,"Russian");

cout<<"---------- исходный массив -----------"<<endl;

init\_Mas (Mas, Msize);

show\_Mas (Mas, Msize,10);

cout<<"---------- создание списка -----------"<<endl;

// первый элемент массива (Mas[0]) стал первым узлом (головой) списка

Head = make\_List (Mas[0]);

show\_List (Head);

// преобразовать массив в список (со второго элемента Mas[1])

for (int i=1; i<Msize; i++) add\_last(Mas[i],Head);

cout<<"------------ весь список -----------"<<endl;

show\_List (H);

system ("pause");

return 0;

} //----------------------- конец main()-----------------------

//==================================

// ОБЛАСТЬ ОПРЕДЕЛЕНИЯ ФУНКЦИЙ

//----------------------------------------------------------------------

// СОЗДАТЬ СПИСОК (из одного элемента)

// Приём : данные

// Возврат : указатель на голову списка

//----------------------------------------------------------------------

List\* make\_List (int data)

{ List\* tH;

//выделить память под новый узел

tH= (List\*) malloc (sizeof (List) );

//запись данных в информационное поле

tH->Data=data;

// новый узел будет последним

tH->Next=NULL;

return tH;

}

//----------------------------------------------------------------------

// ПЕЧАТЬ СПИСКА

// Приём : указатель на начало печати

//----------------------------------------------------------------------

void show\_List (List\* H)

{ List\* Cur; // указатель на текущий узел

for (Cur=H; Cur->Next != NULL; Cur= Cur->Next)

cout << Cur->Data << "\t";

cout <<Cur->Data << "\n"; // печать данных последнего узла

}

//----------------------------------------------------------------------

//ДОБАВИТЬ УЗЕЛ В КОНЕЦ СПИСКА

// Приём : данные нового узла

// указатель на голову списка

//----------------------------------------------------------------------

void add\_last (int data, List\* H)

{ List\* New; // указатель для нового узла

List\* Cur; // рабочий указатель

// создаем новый узел не связанный со списком

New =(List\*) malloc (sizeof(List));// память для нового узла

New->Data = data; // запись данных

New->Next = NULL;// узел будет последним

// поиск последнего узла в списке

Cur = H; // рабочий указатель в начало

while (Cur->Next !=NULL) Cur=Cur->Next;// перемещение на следующий узел

// после выхода из цикла, Cur установлен на последний узел

Cur->Next=New; // включаем новый узел в список

}

//---------------------------------------------

void init\_Mas (int\* B, int n)

{int i;

for (i=0; i<n; i++)

B[i]=rand()%100;

}

//---------------------------------------------

void show\_Mas (int\* B, int n,int col)

{int i;

for (i=0; i<n; i++)

{cout<<B[i];

if ((i+1)%col) cout<<"\t";

else cout<<"\n";

}

cout<<"\n";

}

else cout << "\n";

}

//---------------------------------------------

**Комментарии к программе (Задача №1)**

Указатель на голову списка ( List\* Head ) расположен в функции main(), работа же с узлами списка идет в функциях. Отметим, что некоторые операции со списками будут изменять адрес головного узла, в этом случае адрес в Head функции main() также должен меняться. В Задаче №1 только одна функция меняет голову списка : List\* make\_List (int data);

Именно поэтому она возвращает указатель, а вызов функции имеет вид:

Head = make\_List (Mas[0]);

Функция make\_List () возвращает новый адрес головного узла, который запоминается в Head

**Комментарии к List\* make\_List (int data)** // создать список (из одного элемента)

Метод добавления нового узла в списка :

1. Создается независимый, не связанный со списком узел (динамическая структура данных)

List\* tH; // создать указатель для работы с динамической структурой

tH= (List\*) malloc (sizeof (List) ); //выделить память под новый узел

tH->Data=data; //запись данных в информационное поле

tH->Next=NULL; // новый узел будет последним

1. Вновь созданный независимый узел должен быть связан со списком. Каким именно образом выполняется эта связь, зависит от операции, которую реализует программист. В операции создания списка указатель на вновь созданный узел возвращается в функцию main() и становится головой списка Head = make\_List (Mas[0]);

**Комментарии к** **void show\_List (List\* H)** // печать списка

Функция используетList\* Cur; // указатель на текущий узел

в цикле распечатываются данные каждого узла :

for (Cur=H; Cur->Next != NULL; Cur= Cur->Next)

cout << Cur->Data << "\t";

Условие продолжения цикла Cur->Next != NULL – текущий узел не последний

Переход к следующему узлу Cur= Cur->Next

**Комментарии к** **void add\_last (int data, List\* H)** //добавить узел в конец списка

Потредуется два рабочих указателя – для нового узла (List\* New;) и для поиска места вставки с список

List\* New; // указатель для нового узла

List\* Cur; // рабочий указатель

1. // создаем новый узел не связанный со списком

New =(List\*) malloc (sizeof(List));// память для нового узла

New->Data = data; // запись данных

New->Next = NULL;// узел будет последним

1. Поиск места для вставки нового узла

// поиск последнего узла в списке

Cur = H; // рабочий указатель в начало

while (Cur->Next !=NULL) Cur=Cur->Next;// перемещение на следующий узел

// после выхода из цикла, Cur установлен на последний узел

1. Связь нового узла со списком.

Предыдущее значение Cur->Next=NULL, так как это последний узел, теперь он будет связан с новым узлом

Cur->Next=New; // включаем новый узел в список

Обращаю Ваше внимание, что при любых изменениях список должен иметь голову и хвост, то есть актуальное значение указателя Head и NULL вместо адреса в последнем узле (завершение списка). Функция **add\_last ()** не меняет голову списка, а о завершении списка мы позаботились заранее, на 1-ом этапе

**Задача №2**

**Удалить узел из списка после поиска.**

**Ищем указанные данные, после чего найденный узел удаляем.**

Работаем над текстом программы Задачи №1.

1. Добавим функцию поиска и удаления

//============== прототипы функций =============

bool del\_find (int etalon, List\*\* H); // удалить узел после поиска

1. Изменениявфункции main()

int \_tmain(int argc, \_TCHAR\* argv[])

{// область определений переменных

. . .

int k; // значение для поиска

. . .

k=61; // значение для поиска (конец списка)

cout<<"--------------------- удалить "<<k<<endl;

if (del\_find (k, &Head)) show\_List (Head);

else cout<<"Элемент "<<k<<" не найден!!!"<<endl;

k=41; // значение для поиска (начало списка)

cout<<"--------------------- удалить "<<k<<endl;

if (del\_find (k, &Head)) show\_List (Head);

else cout<<"Элемент "<<k<<" не найден!!!"<<endl;

k=69; // значение для поиска (середина списка)

cout<<"--------------------- удалить "<<k<<endl;

if (del\_find (k, &Head)) show\_List (Head);

else cout<<"Элемент "<<k<<" не найден!!!"<<endl;

k=999; // значение для поиска (нет в списке)

cout<<"--------------------- удалить "<<k<<endl;

if (del\_find (k, &Head)) show\_List (Head);

else cout<<"Элемент "<<k<<" не найден!!!"<<endl;

. . .

1. Опереление функции del\_find ()

//==================================

// ОБЛАСТЬ ОПРЕДЕЛЕНИЯ ФУНКЦИЙ

//-----------------------------------------------------------------

// УДАЛИТЬ УЗЕЛ ПОСЛЕ ПОИСКА

// Приём : int etalon - значение для поиска

// List\*\* Head - указатель на тип List\* (указатель на указатель)

// Возврат : (true, false), результат поиска

//-----------------------------------------------------------------

bool del\_find (int etalon, List\*\* H)

{ List\* Cur, \*Work;

bool fl = false; // флаг поиска

if ((\*H)->Data == etalon) //\*\*\*\*\*\*\*\*\*\*\* УДАЛЕНИЕ ГОЛОВНОГО УЗЛА

{ Work = (\*H)->Next; // сохранение адреса следующего за головным

free (\*H); // удалить головной узел

\*H = Work; // изменение адреса головного узла

fl=true;

}

else // \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\* УДАЛЕНИЕ ВСЕХ ОСТАЛЬНЫХ \*\*\*\*\*\*\*\*\*\*\*\*\*

{Cur = \*H; // Cur–узел это текущий узел (устанавливаем в начало)

// цикл поиска совпадения по данным

while (Cur->Next !=NULL) // находимся в цикле, пока Cur-узел не последний

if ((Cur->Next)->Data != etalon) // проверка следующего за Cur

Cur=Cur->Next; // смена Cur-узла (перемещение далее)

else

{fl=true; // данные совпали : искомый узел - следующий за Cur

break;

}

if (fl)

{// Work - сохранение адреса второго, следующего за Cur-узлом

Work = Cur->Next->Next;

free (Cur->Next); // удаление первого, следующего за Cur-узлом

Cur->Next= Work; // Cur-узел связывается со вторым,следующим за ним за

}

} //\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

return fl;

}

//---------------------------------------------

**Комментарии к программе (Задача №2)**

В задаче №1 функцияmake\_List()изменяет голову списка, поэтому возвращает указательList\*

Но что делать если функция, которая изменяет голову списка должна возвращать другую информацию? Очевидно, что нужно «научиться» обращаться к указателю, расположенному за пределами функции из тела самой функции.

Разберем теорию этого вопроса.

Поставим абстрактную задачу, где нам нужно удалённо (из функции) обращаться к данным функции main() следующих типов: int x , int\* ptr

//------------------------------------------------------------------------------------------

// Функция принимает параметры:

// int\* p - для доступа к внешней переменной типа int (простой указатель)

// int\*\* pp - для доступа к внешней переменной типа int\* (указатель на указатель)

//------------------------------------------------------------------------------------------

void f (int\* p, int\*\* pp) // вызов f (&x, &ptr);

{// ДОСТУП К ДАННЫМ ЗА ПРЕДЕЛАМИ ФУНКЦИИ f()

// запись числа 100 в переменную x

\*p=100; // разыменование указателя p (удалённый доступ к данным типа int)

// запись p (адрес x) в указатель ptr

\*pp = p; // разыменование указателя pp (удалённый доступ к данным типа int\*)

}

int \_tmain(int argc, \_TCHAR\* argv[])

{ //данные, к которым нужно обращаться из функции f()

int x =0,\*ptr= NULL;

setlocale (LC\_ALL,"Russian");

// значения x и ptr до вызова функции

cout<<"x="<<x<<" адрес х = "<<&x<<" ptr="<<ptr<<endl;

f (&x, &ptr); // при вызове передаем адреса переменной x и указателя ptr

cout<<"Вызов функции: f (&x, &ptr);"<<endl;

cout<<"x="<<x<<" адрес х = "<<&x<<" ptr="<<ptr<<endl;

system ("pause");

return 0;

}

Пример наглядно показывает, что функцияf () удалённо изменила переменную x и указатель ptr

Вернемся к задаче №2. Планируемая функция «удаление узла после поиска» может менять адрес головного узла (если найденный узел окажется головным), в то же время она должна возвращать значение «найдено/не найдено», для диагностики результата поиска.

Поэтому прототип функции имеет вид:

bool del\_find (int etalon, List\*\* H); // удалить узел после поиска

1-ый параметр – данные для поиска

2-ой параметр – указатель на указатель для удалённого изменения Head в функции main()

Действия функции: если функция находит узел, то она удаляет его из списка и возвращает true, если же искомый узел не найден, то функция возвращает false, при этом список остается неизменным.

При вызове del\_find () проверяем резуьтат поиска: если возвращается true, то печатаем измененный массив, иначе выводим сообщение об ошибке

if (del\_find (k, &Head)) show\_List (Head);

else cout<<"Элемент "<<k<<" не найден!!!"<<endl;

Проверка правильности работы программы завершает работу над программой. Необходимо не просто проверять работоспособность, нужно убедиться, что программа корректно работает при всех вариантах использования.

В нашем случае список состоит из узлов 3-х типов:

* головной узел
* хвостовой узел
* прочие узлы списка

Необходимо проверить все возможные варианты:

k=61; // значение для поиска (конец списка)

k=41; // значение для поиска (начало списка)

k=69; // значение для поиска (середина списка)

k=999; // значение для поиска (нет в списке)

**Комментарии к bool del\_find (int etalon, List\*\* H);** // удалить узел после поиска

Схема удаления узла списка

![Удаление элемента из однонаправленного списка](data:image/png;base64,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)

Рис 2

1. Переменные и указатели функции **del\_find()**

List\* Cur, \*Work; // рабочие указатели

bool fl = false; // флаг поиска

1. Удаление (для головного узла)

Работа с данными головного узла идет удалённо,через указатель H, поэтому каждый раз требуется разименование. Проверка головного узла на совпадение с искомым значением.

if ((\*H)->Data == etalon) //\*\*\*\*\*\*\*\*\*\*\* УДАЛЕНИЕ ГОЛОВНОГО УЗЛА

если совпадает, то перед удалением нужно сохранить адрес узла, следующего за головным, этот узел станет головным после удаления

{ Work = (\*H)->Next;

free (\*H); // удалить головной узел

\*H = Work; // изменение адреса головного узла

fl=true;

}

1. Удаление (для всех остальных узлов)

На Рис 2 видно, что в операции участвуют 3 узла: удаляемый и два его окружающих, Очевидно, что текущий указатель нужно устанавливать перед удалямым узлом (так как в однонаправленном списке нет доступа к предыдущим узлам – только к последующим).

Поиск ведем через указатель Cur функции **del\_find()**

Первоначально устанавливаем Cur на начало списка

else // \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\* УДАЛЕНИЕ ВСЕХ ОСТАЛЬНЫХ \*\*\*\*\*\*\*\*\*\*\*\*\*

{Cur = \*H; // Cur–узел это текущий узел (устанавливаем в начало)

// цикл поиска совпадения по данным

while (Cur->Next !=NULL) // находимся в цикле, пока Cur-узел не последний

Проверяем узел следующий за Cur, так как если совпадет, нам нужно, чтобы указатель остался перед удаляемым узлом

if (Cur->Next->Data != etalon) // проверка следующего за Cur

Cur=Cur->Next; // смена Cur-узла (перемещаемся дальше)

else

{fl=true; // данные совпали : искомый узел - следующий за Cur

break;

}

if (fl)

Узел найден, действия по удалению:

1. сохранение адреса узла (в Work) с которым связан удаляемый узел. Если удаляемый узел – это первый следующий за Cur-узлом, то адрес в Work – это второй, следующий за Cur-узлом

{// Work - сохранение адреса второго, следующего за Cur-узлом

Work = Cur->Next->Next;

Удаление найденного узла - первого следующего за Cur-узлом

free (Cur->Next); // удаление первого, следующего за Cur-узлом

На данном этапе Cur-узел связан с удаленным узлом, нужно восстановить связность списка

Cur->Next= Work; // Cur-узел связывается со вторым,следующим за ним за

}

} //\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

return fl;

}

**Общие требования к проекту**

1. Продолжаем работу над проектом.
2. Необходимо выполнять все требования, сформулированные в лабораторных работах №5, №6, по оформлению информации на экране, диалоговому интерфейсу.
3. Информацию в памяти организовать в виде однонаправленного списка.
4. Все разработанные функции приспособить для работы со списком, включая функции взаимодействия с жестким диском.
5. Реализовать новые функции, указанные в задании
6. **Обратить особое внимание на тестирование программы. Ваш проект должен надежно работать при любых входных данных и действиях оператора.**

|  |  |
| --- | --- |
| **Номер компьютера** | **Задание для групп** |
| 1,13,25 | **Проект: ВУЗ (Студент), продолжение**  Данные хранить в памяти в виде однонаправленного списка.  Все ранее реализованные функции приспособить для работы со списком  **Тестовая программа для проверки ранее реализованных функций**   * загрузить данные с диска в виде списка, распечатать в табличном виде; * определить всех студентов по заданному направлению подготовки; * определить всех студентов заданной группы (группа это направление подготовки+номер группы), результат запомнить в новом списке * при выходе из программы сохранить основной список на диске.   **Интерфейс программы дополнить новыми функциями работы со списком**   * добавить информацию о новом студенте (добавление в начало списка); * найти заданного студента и удалить его ; * отсортировать основной список по алфавиту; * при выходе из программы запомнить измененную базу на диске. |
| 2,14,26 | **Проект: Склад (товары)**  Данные хранить в памяти в виде однонаправленного списка.  Все ранее реализованные функции приспособить для работы со списком  **Тестовая программа для проверки ранее реализованных функций**   * загрузить данные с диска в виде списка, распечатать в табличном виде; * найти все товары заданной секции; * определить товары с количеством меньше заданного, результат вывести на экран; * при выходе из программы сохранить основной список на диске.   **Интерфейс программы дополнить новыми функциями работы со списком**   * добавить товар (товар – это название + цена). Если товар уже есть, то добавляем количество, иначе создаем новую позицию (добавлять в конец списка) ; * найти товар по названию и удалить его; * отсортировать список по возрастанию количества; * при выходе из программы запомнить измененную базу на диске. |
| 3,15,27 | **Проект: Транспорт (пассажир самолета)**  Данные хранить в памяти в виде однонаправленного списка.  Все ранее реализованные функции приспособить для работы со списком  **Тестовая программа для проверки ранее реализованных функций**   * загрузить данные с диска в виде списка, распечатать в табличном виде * найти все рейсы заданной компании, результат вывести на экран; * найти всех пассажиров заданного рейса; * при выходе из программы сохранить основной список на диске;   **Интерфейс программы дополнить новыми функциями работы со списком**   * добавить нового пассажира в заданную позицию (по номеру) списка; * найти и удалить всех пассажиров заданного рейса; * список сортировать по алфавиту; * при выходе из программы запомнить измененную базу на диске. |

|  |  |
| --- | --- |
| 4,16,28 | **Проект: Банк (депозит)**  Данные хранить в памяти в виде однонаправленного списка.  Все ранее реализованные функции приспособить для работы со списком  **Тестовая программа для проверки ранее реализованных функций**   * загрузить данные с диска в виде списка, распечатать в табличном виде; * определить все счета с суммой больше заданной, результат вывести на экран; * найти все счета заданного клиента (по имени и фамилии), результат; * запомнить в новом списке и вывести на экран; * при выходе из программы сохранить основной список на диске;   **Интерфейс программы дополнить новыми функциями работы со списком**   * добавить новый счет в начало списка * найти и удалить все счета с суммой меньше чем заданная * сортировать список по алфавиту * при выходе из программы запомнить измененную базу на диске |
| 5,17,29 | **Проект: Библиотека (статья в журнале)**  Данные хранить в памяти в виде однонаправленного списка.  Все ранее реализованные функции приспособить для работы со списком  **Тестовая программа для проверки ранее реализованных функций**   * загрузить данные с диска в виде списка. Распечатать в табличном виде * найти все статьи заданного автора, результат вывести на экран; * найти всех авторов заданного журнала (журнал – это название + номер + год); * при выходе из программы сохранить основной список на диске;   **Интерфейс программы дополнить новыми функциями работы со списком**   * добавить новую статью в заданную (по номеру) позицию; * удалить все статьи определенного года; * сортировать основной список по алфавиту (название журнала); * при выходе из программы запомнить измененную базу на диске. |
| 6,18,30 | **Проект: Почта (ценное письмо)**  Данные хранить в памяти в виде однонаправленного списка.  Все ранее реализованные функции приспособить для работы со списком  **Тестовая программа для проверки ранее реализованных функций**   * загрузить данные с диска в виде списка, распечатать в табличном виде * найти все письма заданного отправителя (отправитель – это фамилия + имя) результат вывести на экран; * найти все письма с оценкой большей заданного; * при выходе из программы сохранить основной список на диске;   **Интерфейс программы дополнить новыми функциями работы со списком**   * добавить новое письмо в конец списка; * удалить все письма по заданному индексу отправителя; * сортировать список по алфавиту (фамилия получателя); * при выходе из программы запомнить измененную базу на диске. |

|  |  |
| --- | --- |
| 7,19 | **Проект: Библиотека (книга)**  Данные хранить в памяти в виде однонаправленного списка.  Все ранее реализованные функции приспособить для работы со списком  **Тестовая программа для проверки ранее реализованных функций**   * загрузить данные с диска в виде списка, распечатать в табличном виде; * найти все книги заданного автора, результат вывести на экран; * найти всех авторов заданного издательства; * при выходе из программы сохранить основной список на диске;   **Интерфейс программы дополнить новыми функциями работы со списком**   * добавить нового авторав заданную (по номеру в списке) позицию; * найти и удалить книгу по заданному названию; * сортировать список по году издания; * при выходе из программы запомнить измененную базу на диске. |
| 8,20 | **Проект: Банк (кредит)**  Данные хранить в памяти в виде однонаправленного списка.  Все ранее реализованные функции приспособить для работы со списком  **Тестовая программа для проверки ранее реализованных функций**   * загрузить данные с диска в виде списка, распечатать в табличном виде; * найти все счета и общую сумму кредитов у заданного клиента (клиент – это фамилия + имя), результат вывести на экран; * определить всех клиентов с заданным процентом по кредиту; * при выходе из программы сохранить основной список на диске;   **Интерфейс программы дополнить новыми функциями работы со списком**   * добавить счет в начало списка; * удалить все счета с заданной датой; * сортировать список по увеличению суммы кредита; * при выходе из программы запомнить измененную базу на диске. |
| 9,21 | **Проект: Транспорт (машина)**  Данные хранить в памяти в виде однонаправленного списка.  Все ранее реализованные функции приспособить для работы со списком  **Тестовая программа для проверки ранее реализованных функций**   * загрузить данные с диска в виде списка, распечатать в табличном виде; * найти все машины заданной марки, результат вывести на экран; * найти всех владельцев с пробегом машины больше заданного; * при выходе из программы сохранить основной список на диске;   **Интерфейс программы дополнить новыми функциями работы со списком**   * добавить новую машину в конец списка; * найти и удалить все машины мощностью двигателя меньше заданной; * сортировать основной список по увеличению пробега машины; * при выходе из программы запомнить измененную базу на диске. |